**Algorithme A\* :**

Afin, d’appliquer cette méthode heuristique, nous devons savoir ce qu’on va utiliser comme attribut pour l’estimation, après réflexion, nous avons déterminé que le nombre de clauses satisfiables était notre choix pour guider la machine.

Il faut savoir que dans A\*, on commence toujours par un point de départ, et comme un état doit avoir ces variables définies, c.-à-d. pas de variables avec la valeur (-1), on génère donc d’abord une solution aléatoire qui va être notre point de départ, après, nous choisissons le nœud qui satisfait le plus grand nombre des clauses, et nous le développons jusqu’à aboutir à une solution positive.

Cette Méthode ressemble beaucoup plus à l’algorithme de recherche par glouton « Greedy algorithm » car chaque déplacement vers un nœud voisin a le même poids (1) et chaque nœud a exactement le nombre de déplacements vers celui-ci comme son poids, c.à.d. le prochain nœud à visiter a comme poids exactement N-nœuds-visités+1

On peut donc la considérer comme un cas particulier de la solution A\*, et on s’aperçoit donc que calculer F= G+H et comme une action redondante.

Nous devons certainement faire plus de recherche vis-à-vis notre solution qui suit le principe de l’algorithme glouton « Greedy algorithm » et donc à chaque étape nous obtenons un optimum local, et parfois on n’atteint pas un optimum global. Bien que rare, dans certain cas dans nos tests, l’algorithme passe beaucoup de temps dans un seul niveau (même distance). Mais se problème semble être résolu lorsque nous ne calculons pas la fonction G.
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Est déjà fermé/ouvert et non créé ![Picture 6](data:image/png;base64,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)

Pas encore créé :![Picture 8](data:image/png;base64,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)

La configuration de l’un des systèmes utilisé pour la prise de mesures de performances est la suivante:

* + intel core i5 4260u fréquence de base 1.4GHz. Lors de l’exécution (turbo boost) ~ 2.7GHz ( 2.3 en moyenne).
  + RAM 8 Go 1600 MHz DDR3
  + Système d’exploitation OSX 10.13.6 (macOS High Sierra) (a *UNIX based OS*)
  + Graphisme intel HD Graphics 5000.

La deuxième machine:

* + intel core i7 XXXXu @ 2.6GHz. turbo boost ~ 3.7GHz . a confirmer
  + RAM 8 Go 1600 MHz DDR3
  + Système d’exploitation Windows 10 version 1803
  + AMD Radeon R5 xxx . a confirmer.

La troisième machine:

* + AMD Ryzen 5 1600 @ 3.2GHz, boost 3.4GHz (tous les corps), 3.6GHz (un seul corps).
  + RAM 16 Go 2400 MHz DDR4
  + Système d’exploitation Windows 10 version 1803
  + Graphisme NViDIA GTX 1060 6go.

La carte graphique est bien plus utile si on utilise l’accélération graphique.

Dans un premier temps, nous avons implémenté des méthodes pour l’importation des fichier. Pour l’interface graphique, nous avons utilisé les librairies **javafx** et **jfoenix** pour l’affichage du chronomètre. pour la lecture des clauses de l’instance sélectionnée, nous avons conçu un -parser- avec une expression régulière afin de lire les clauses du fichiers CNF

Introduction

Dans le domaine de l’informatique et de la logique, le problème de satisfiabilité SAT, est un problème de décisionnel où l’on assigne à des variables des valeurs de vérité *{Vrai | Faux}* à un ensemble de clauses appelé instance. Une instance du problème SAT est un ensemble de clauses, qui est une conjonction de clauses ou chaque une d’elles est une disjonction de littéraux.

Le problème SAT fut le premier problème à être démontré NP-Complet, et représente une référence aux autre problèmes NP-Complet. (à developper / changer etc…)

**Structure de données :**

Dans un premier temps, nous allons représenter une instance sous forme matricielle.

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | 0 | 1 | -1 |
| -1 | 1 | 0 | 1 |
| 0 | 1 | -1 | 0 |
| 1 | -1 | 0 | 0 |

Chaque ligne représente une clause, et chaque colonne représente une variable.

Nous avons donc une matrice(n,m) de n clauses et m colonnes.

Tout d’abords, toutes les cases sont initialisées a « -1 ».

Chaque clause est représentée par un vecteur, chaque littéral présent est représentée par « 1 » respectivement « 0 » si sa valeur est « Vrai » respectivement « Faux » dans sa case correspondante (l’index de la colonne).

Soit X une instance, X = {x1, x2, x3, x4}, on a donc par exemple les clauses :

c1 = x1, !x2, x3

c2 = x2, !x3, x4

c3 = !x1, x2, !x4

c4 = x1, !x3, !x4

Avant de commencer l’exploration, il faut définir un ensemble de variables qui contient toutes les variables de notre problème.

V = {v1, v2, …, vn}

Partie 1

Dans cette première partie, nous nous intéressons à deux stratégies de recherche: La recherche aveugle et la recherche informée en utilisant des heuristiques.

**La stratégie de recherche aveugle:**

Dans cette partie, nous allons, dans un premier temps voir deux méthodes de recherche, la recherche en Profondeur d’abord, et la recherche en Largeur d’abord.

**Recherche en profondeur d’abord (DFS):**

Dans cette méthode, on commence par explorer un noeud choisi aléatoirement à partir de notre ensemble, on génère alors ses deux valeurs 1 et 0, et on ajoute le noeud à l’ensemble **Open** et on tire après un autre noeud tout en ajoutant l’état à l’ensemble **Open** jusqu’à arriver a une feuille ou on teste si la solution trouvé ne produit pas de contradiction, et on supprime ainsi cette branche de **Open**.

Sinon, on explore le noeud voisin tout en supprimant les branches non concluant à une solution ce qui permet la libération de la mémoire système.

de plus cette méthode s’avère assez efficace comparé à la méthode discutée ci dessous puisque on doit d’abord générer des valeurs à toutes les variables avant de passer à un autre voisinage sans pour autant explorer tous les noeuds possibles.

**Recherche en largeur d’abord (BFS):**

Cette méthode consiste a étendre tous les noeuds possibles d’un état donné, donc on explore d’abord tout son voisinage avant de passer au noeud suivant, on parle alors d’une exploration par niveau.

cette méthode s’annonce clairement peu efficace car avant d’aboutir a une solution, nous devons exploser tous les noeud niveau par niveau ce qui accroit sa complexité de façon exponentielle.

de plus, l’ensemble **Open** n’est jamais vidé que lorsqu’on atteint le niveau le plus bas (***n***) et donc très gourmand en terme de mémoire et qui met autant de stresse sur le processeur.

**Complexité temporelle:**

**Recherche en profondeur d’abord (DFS):**

après avoir atteint le noeud final, on vérifie chaque clause si elle on contredit pas la solution trouvé, si le premier littéral est different alors on vérifie avec le deuxième puis le troisième. on parcours donc au pire cas les n variables du vecteur.

on le fait avec toutes les clauses m.

ce qui nous donne une complexité de asymptotique *O(m.n)*

On génère les branches pour le parcours de toutes les n variables. donc n fois

pour les 2n solutions possibles.

*( n + n.(n-1) + n.(n-2) + … + n ) x 2 - car on génère les deux valeurs (correspond pas avec ci-dessous)*

Donc le pire cas est lorsque l’ensemble n’est pas satisfiable et on a une complexité de Cn = *m.n.2n+1*

asymptotiquement *O(n2.2n), ou bien O(n.2n+1) (à valider)*

Mais ce résultat n’est pas indicatif du temps expérimentales réels.

le meilleur cas est *O(n2)*

**Recherche en largeur d’abord (DFS):**

La vérification de la solution est identique à la première méthode.

On a donc une complexité *O(m.n)*

Mais avant de générer les branches pour le parcours de toutes les variables, on doit d’abord explorer tout le voisinage et donc ( n + n.(n-1) + n.(n-2) + … + n ) x 2

pour les 2n solutions possibles.

donc le pire cas est lorsque l’ensemble n’est pas satisfiable et on a une complexité de Cn = *m.n.2n+1*

asymptotiquement *O(n2.2n), ou bien O(n.2n+1) (à valider)*

Ici, le meilleur cas est lorsque la première feuille atteinte st une solution, ce qui donne une complexité de *O(n.2n)*

**Complexité spatiale:**

**Recherche en profondeur d’abord (DFS):**

Il faut savoir que le plus taxant sur la mémoire dans ce problème est l’ensemble **Open**, car après chaque exploration d’un noeud, on ajoute l’état actuelle à **Open** et n’est pas supprimé de ce dernier que lorsque on explore tous ses fils. Alors, comme ici nous avons un parcours en profondeur, on assure l’exploration de toute une branche jusqu’à atteindre une feuille pour vérifier une solution, et donc, toute la branche devient visitée en on a aucun problème à la supprimer de l’ensemble. se qui nous donne une complexité spatiale de N-niveaux.N-variables et donc *Tn = O(n2)*

**Recherche en largeur d’abord (DFS):**

Dans cette méthode, l’ensemble **Open** n’est jamais vidé que lorsque on atteint une feuille. i.e après chaque exploration d’un noeud, on ajoute l’état actuelle à **Open** et celui-ci n’est pas supprimé de ce dernier que lorsque l’on explore tous ses fils. Ainsi, comme ici nous avons un parcours en largeur, on ne supprime aucune branche jusqu’a avoir atteint le dernier niveau pour tous les voisins, et donc on a une complexité spatiale de 2N-niveaux.N-variables et donc *Tn = O(n.2n)*

**Temps d’exécution:**

**Recherche en profondeur d’abord (DFS):**

Environs 0.200 ~ 600 seconde selon la machine.

**Recherche en largeur d’abord (DFS):**

Varie entre 2.12 et 5.30 minutes selon la machine

Comme on est toujours sur une exécution mono thread, on ne peut donc avoir de résultat bien meilleur si on augmente les performances d’une machine, il faudrait donc penser au calcul parallèle. **( à implémenter )**

**Consommation mémoire :**

**DFS :** L’espace occupé est assez négligeable en comparaison avec le reste de l’application.

**BFS :** L’espace occupé est très important dépassant les 600mo

**Stratégie de recherche guidée :**

**Algorithme A\* :**

Afin, d’appliquer cette méthode heuristique, nous devons savoir ce qu’on va utiliser comme attribut pour l’estimation, après réflexion, nous avons déterminé que le nombre de clauses satisfiables était notre choix pour guider la machine.

Il faut savoir que dans A\*, on commence toujours par un point de départ, et comme un état doit avoir ces variables définies, c.-à-d. pas de variables avec la valeur (-1), on génère donc d’abord une solution aléatoire qui va être notre point de départ, après, nous choisissons le nœud qui satisfait le plus grand nombre des clauses, et nous le développons jusqu’à aboutir à une solution positive.

Cette Méthode ressemble beaucoup plus à l’algorithme de recherche par glouton « Greedy algorithm » car chaque déplacement vers un nœud voisin a le même poids (1) et chaque nœud a exactement le nombre de déplacements vers celui-ci comme son poids, c.à.d. le prochain nœud à visiter a comme poids exactement N-nœuds-visités+1

On peut donc la considérer comme un cas particulier de la solution A\*, et on s’aperçoit donc que calculer F= G+H et comme une action redondante.

Nous devons certainement faire plus de recherche vis-à-vis notre solution qui suit le principe de l’algorithme glouton « Greedy algorithm » et donc à chaque étape nous obtenons un optimum local, et parfois on n’atteint pas un optimum global. Bien que rare, dans certain cas dans nos tests, l’algorithme passe beaucoup de temps dans un seul niveau (même distance). Mais se problème semble être résolu lorsque nous ne calculons pas la fonction G.

Algorithme de la fonction H(n):

// Chaque fois que un voisin est visité on vérifie les clauses satisfaites avec la fonction suivante:

Pour chaque clause Faire

initialiser verifClauses (liste de booléen)

Pour chaque élément de noeud Faire

Si Clause[i] <> -1 Alors

Si Clause[i] =1 Alors

verifClause.ajouter(vrai)

Sinon verifClause.ajouter(faux)

Fin Si;

Sinon Si Noeud[j] = 1 Alors

verifClause.ajouter(faux)

Sinon verifClause.ajouter(vrai)

Fin Si;

Fin Si;

Fait;

Si(non contient(verifClause, vrai) Alors

compteur++;

Fait;

Retourner compteur;

PS: Cette solution à été implémenté en se basant sur la fonction solution ou la seule différence est à la place du compteur, nous avons un retour en **faux.**

Algorithme Choix Du meilleur resultat

Trier Open.stat.H ordre croissant

Courant := Open(0)

**Temps d’exécution :**

**A\*:**

2 millisecondes à 32 millisecondes.

**Avec 1000 instances :**

32.599 secondes – un seul thread

3.5 seconds – multi thread (CPU a 6 cores - 12 threads)

Voici une petite explication de certaines méthodes dans notre programme :

RechercheExhaustive:

est une classe qui contient est méthodes et fonctions essentielles pour nous permettre la résolution du problème.

Elle contient aussi les attributs nécessaires.

Attributs:

DataClause: les clauses récupérées depuis le fichier CNF.

NbrClauses, NbrVariables: Autodescriptives. dépend du fichier choisi.

Solution: une chaine de caractère servant à imprimer la solution trouvée.

Méthodes:

IsSolution():

Algorithme AStar;

Entrée : Clauses à évaluer

Sortie : solution si existe, nil sinon

Var :

Open : liste vide de noeuds;

Closed : liste vide de noeuds;

Current : noeudA\*;

State : noeudA\*;

Début

pour i de 0 à NbrVariables faire // generer du premier noeud

current.enflier(Random(entre 0 et 1)); // he is a random dude!

}

State.etat =current;

State.H = CompteurClausesSat(current);

State.G = 0;

Open.enfiler(State); // le premier noeud

Tant que !vide(Open) faire

si EstSolution(State.etat()) alors

retourner State.etat();

sinon

Closed.add(State); // I mean it is pretty obvious

Open.defiler(); // on supprime le premier le la liste

GenererFils(State, Open, Closed);

// les nouveux fils vont dans open

Trier(Open,CompareHeuristic);

State = Open.defiler();

Fsi;

Fait;

retourner Nil;

Fin;

Algorithme GenererFils;

Entrée :

Open : liste vide de noeuds;

Closed : liste vide de noeuds;

State : noeudA\*;

Sortie : Liste de nouveaux Listes noeuds fils

Var :

etat : liste vide de noeuds;

index, val : entier

Début:

Integer val = 0;

int index = 0;

pour chaque i de State.etat() faire

etat.enfiler(State.etat());

val = (!(i == 1)) ? 1 : 0; // inverser la valeur booléenne

etat[index++] = val;

New.etat = etat;

New.Heuristique = CompterClausesSat(etat);

New.G = State.G+1;

Si (!contient(Closed, New.etat()) Alors

Si (!contientEtat(Open, New.etat() Alors

Open.enfiler(New);

sinon New.Heuristique(State.getG());

Fsi;

Fsi;

etat.vider();

fait

Fin;

est une fonction qui vérifie si la solution généré est une solution valide

i.e: qui ne produit pas de contradictions avec les clauses

Isleaf():

est une fonction qui vérifie si état actuel est une feuille donc toutes les variables ont étaies générées

getSons():

est une fonction choisi un littéral de l'ensemble de noeuds non explorées et qui génère ses deux fils (les deux valeurs possibles).